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ABSTRACT

Selecting a high level programming language arises, each time, one has to start a software development project or to define a way to teach programming. The problem is complex and has been studied intensively. In this paper, we review what has been done about the programming language selection and suggest an improved programming language selection procedure. To this end, a particular attention has been paid to the different mathematical aspects of the problem. It has been shown that the problem is both ill posed, NP-complete problem, and exhibits characteristics of multi-criteria decision making problems.

INTRODUCTION

At the beginning of Computer Science, programs and machines were tightly coupled. So, on the first electronic calculator ENIAC (Electronic Numerical Integrator And Calculator), it was necessary to plug or unplug hundred of cables in order to move from one calculation to another. It is even why the ENIAC is not considered as the ancestor of the computer (current understanding of the word).

It is precisely by solving definitively, and in an elegant manner, the problem of moving from one program to another that the EDVAC (Electronic Discrete Variable Automatic Computer), the John Von Neumann machine, won the palm of computer ancestor. But even for the Von Neumann machine, programs were written in machine language and programming was not accessible to anyone and was reserved to only initiated professionals.

To solve that problem, assembler's languages appeared very quickly followed by high level programming languages. Nowadays, we count several hundreds of high level software programming languages and sometimes, when starting a project or when one has to teach programming, the question is which language to choose from that bunch.

An analogy to cars may help us to understand better the problem of choosing a programming language. Indeed, a tractor, a fifty tons truck, a four wheel drive car, a family city car are all vehicles and allow to move from one point to another. All these vehicles have each a steering wheel, a brake pedal, and some board instruments such as a velocity counter, a tour counter, etc.

When one wants to move between two towns as quickly as possible, one will use his Ferrari and not a tractor or a truck. But if one is moving in campaign across earth roads, he will use his four wheel drive car (choosing a Ferrari is an error here). In case one wants to transport forty tons goods from Kinshasa to Matadi (about three hundred fifty kilometers), he will then use his truck.

All vehicles allow us to move from one point to another but they do not provide the same services and have not the same efficiency according to the context in which we want to move. When one touches slightly the acceleration pedal of a Ferrari, it will jump from 0 to 300 km/h in a few seconds. On the contrary, when one pushes on the accelerator pedal of a tractor, he needs to insist to get the tractor to start moving and go from 0 to 30 km/h after several minutes. While the Ferrari will transport 2 or 3 persons, a truck will help to transport several tenths tons of goods.

The situation is the same for programming languages. Each programming language allows us to tell a computer about the job it has to do. But according to the fact that we need to manage a big stream of data or that we have to implement part of the automatic pilot of a plane, we will have to choose different programming languages.

Nowadays, there are tremendously large number of programming languages, so it is impossible to study them all or to use all of them in a project. Then which one do we choose in case we want to study a software project? Answering properly this question is a quite complicated problem.

The problem has been studied from different points of view by several authors [BRUGESS et al., 1995; HOWLAND, 1997; NAIDITCH, 1999; MCIVER, 2002; SMOLARSKI et al., 2003; PARKER et al., 2006; PARKER et al., 2006; HARPER, 2012; RABAI et al., 2014; RAY et al., 2014; ROUYENDGE et al., 2014; ELGMAEL et al., 2014; HOWATT et al., 2015; JUHARTINI et al., 2015; BERNSTEIN et al., 2016].

For KRUGLYK et al., [2012]: "an educational language must contain all main programming concepts, while in general, programming languages are designed for industries and do not
match that criteria”. So, for them, the only way to get a good educational programming language will be to choose an industry language and build some pedagogical, methodological, and technical complements around it.

From the industry prism, the selection of a programming language may be based on the project goals, as proposed by JOSHI et al., [2012]. From that point of view, it is suggested before starting a big project to test independent parts of code on small and independent pieces of the problem to solve. It is then possible from these experiments to select the best programming language and sometimes to use several programming languages, each addressing a specific part of the project.

The objectives of this paper are to surround the mathematical characteristics of the problem of selecting a programming language for any purpose and to propose a unified procedure that guides one in the selection procedure. To get to our objectives, we start by clarifying concepts of programming language, good programmer, what we want to teach in a programming language course and what is the impact of the programming language in a software development project. These clarifications are made with, as a central thread, the point in gout of all concepts, principles, problems and techniques of importance in a programming language selection procedure.

GENERALITIES

Programming languages are means of expressing computations in a form that is comprehensible to both machines and people. From that point of view, they are communication interfaces between machines and people. According to Herbert Meyer [AL-QAHTANI et al., 2010]: “no programming language is perfect. There is not even a single best language; there are only languages well suited or perhaps poorly suited for particular purposes.”

So how then can we choose a programming language for a given purpose? Does it exist a dedicated selection procedure for each type of problem to solve (for example teaching and software development)?

Before trying to answer these questions, let us recall how a programming language is designed. For van Roy et al., [2004], each programming language supports and implements features in a certain way according to a computation model. A computation model is a formal system that defines how computations are done. Among others, one definition of computation model which is important for programmers consists of data types, operations, and a programming language. Such a computational model is also called a programming paradigm. More details about the programming paradigm concept are provided by van Roy et al., [2004] and by Nashas et al., [2012].

NANZ et al., [2015] states that most of the time, compromises and arbitrations are made about which features to support and how to implement them. So according to the objectives of a school, it can choose to teach a given programming paradigm and then choose a programming language which implement that paradigm in the best way. But this is not the best selection criteria as to a given programming paradigm are attached sometimes tenths of programming languages.

Some programming languages, example Lisp manage properly lists, some others are good for scientific computing (FORTRAN, C), some others are better for business applications (COBOL). So there exist classifications of programming languages according to the specific domain they address. That could be a useful criterion for programming language selection.

To make it short, a good programming language is an elegant interface for writing software. Here are essential pieces of such a programming language:

- Syntax: how to write valid programs using the considered language;
- Semantics: what does mean any word, any sentence of a valid program? For example, how expressions are evaluated;
- Idioms: what are common approaches to using the language features to express computations;
- Libraries: what has already been written for you?
- Tools: what is available for manipulating programs in the language (compilers, interpreters, debuggers, integrated development environment, etc.).

Libraries and tools, specific to any programming language, are essentials for being an effective programmer in a given programming language while syntax, semantics and idioms are fundamentals, concepts attached to any programming language, but implemented in a different way by each of them.

So programming languages could also be classified according to their syntax and semantics and language selection can be made on basis of how syntax and or semantic implementation fit with problems to solve.

From the paper of NANZ et al., [2015] it is clear that the design of a programming language is the result of multiple trade-offs that achieve certain desirable properties, such as speed, at the expense of others, such as simplicity.

However, technical aspects are not the only relevant concerns when it comes to choosing a programming language. Factors such as heterogeneity of supported domains, a strong supporting community, similarity to other widespread languages, or availability of libraries and efficient tools are often instrumental in deciding about a language popularity and how it is used.

From preceding paragraphs, it appears that it is not easy to come out with what the best programming language is. What is sure is that, we have pointed out some primitive principles, main characteristics of programming languages and some directions of programming languages taxonomies.

For JOSHI et al., [2012], and White [1990] a good programmer is someone who writes efficient programs in respect of specifications, time delay and core about quality and maintenance aspects for these programs. All informatics and related sciences and engineering schools where programming is taught, would like to make their students good programmers. That is not an easy task.

We shall, for example, know that programming is an art. To demonstrate the preceding assertion asks to a set of programmers, coming from the same school and exposed to almost the same experience, to write a small program for a given purpose, and you will get a set of programs of different qualities according to the intrinsic abilities of the programmers.

For VAN ROY et al., [2014], the most difficult work of programmers is not writing programs but rather designing abstractions, as programming a computer is essentially designing and using abstractions to achieve assigned goals. For them, an abstraction could be defined, in an “abstract way”, as a tool or device that solves a particular problem. A given abstraction can be used to solve many different problems. Good programs must be readable and understandable by people and executable without errors by machines. So, good programmers may have the ability to visualize the consequences of the action under consideration as indicated by ABELOSON et al., [1996].

We want that every time our students start a project, they master the programming language beside others aspects of the project. Mastering a programming language is not something else than mastering its essentials pieces we mentioned above in this section: syntax, semantics, idioms, libraries and tools.

Most of engineering schools have then as strategy to teach
programming in two steps. First, students will learn syntax, semantics, and idioms as fundamental concepts in a course such as "Programming languages". In such a course, all the concepts common to all programming languages are studied. The fact that designing a programming language is a project and that most of the time it is possible to get divergent requirements in specifications of such a project are discussed. The fact that the designed language is a result of compromises between several parameters (resources, speed, etc.) is explained.

Then in a second step, once the fundamentals and common concepts of programming languages are mastered, it is time to master tools and libraries of a specific language in order to become an efficient programmer. In case of a project, it is only when the project is set up and one or several programming languages identified that it becomes possible to be familiar with libraries and tools of these languages. Here the time to market, the maintenance and the quality of the product also come into account.

In schools, the two steps described here are sometimes reversed. And this doesn’t really lead to any troubles. The important thing here is that the integration of fundamentals concepts knowledge and the mastering of libraries and tools should be done at a certain moment.

The analogy to vehicles we mentioned in section I can also help us understand what a good programmer is. Indeed, a good mechanical engineer knows how cars work, how to get the most out of them and how to design better ones. But he also needs to have a specialty, a type, a model of car on which he works on every day, a car that he can assemble and disassemble in a minimum delay without getting into trouble.

We can say for a good programmer exactly the same as we said for a good mechanical engineer. Indeed, beside the fact that he has to understand how to tell a computer about its job in general (semantics, idioms, syntax), he also needs to master tools and libraries of one or a few programming languages in order to be able to write efficient programs and solve problems.

THE PROBLEM OF SELECTING A HIGH LEVEL PROGRAMMING LANGUAGE AND ITS COUNTLESS ASPECTS

As mentioned above, the problem of selecting a programming language among several hundreds of them for teaching or for a software development project has been studied by several authors. For HOWATT, [1995], "Users do need to know the strengths and deficiencies inherent in a language, and how well a language applies to an application domain. But even within an application domain, requirements for two distinct projects may vary widely. One product may have to be highly reliable and portable, while another may have to be extremely efficient. Thus, knowing how well a language supports an application domain may not suffice; we also need to know how well a language supports needs of particular projects within a domain".

For NAIDTH, [1999] it is necessary to avoid that "... discussions about what language to select break down into emotional appeals for one’s favorite language. Instead, a fair and rational process should be established that bases the choice of a programming language on issues related to customer needs and business goals...". For us the idea is even more general as customers can better understand that bases the choice of a programming language on issues related to customer needs and business goals...”. For us the idea is even more general as customers can be the users of a software product or the users of schools products. PARKER et al., [2006] established that the most important was to derive a set of selection criteria and to define a selection process that uses these criteria. In another paper PARKER et al., [2006] provided the same year a formal selection process for programming language selection.

Elgamel et al., [2014], in their paper in the world Applied Science Journal, stands that the most important aspect of the problem is how to find the best selections criteria. An important question which comes to mind is: after a selection procedure, what do we get? The best programming language? The right programming language? Or just a programming language that fulfill a given problem requirements?

Sometimes it is necessary to consider directly user requirements as suggested by JOSHI et al., [2012]. So, if for example, the user expects a rapid implementation, then it could be interesting to choose a rapid application development (RAD) programming language. And even in such cases, according to the experience of the developer, the choice could be different.

WHITE, [1990], in his paper "The Comparison and Selection of Programming Languages for High Energy Physics Applications", reports that for industry, the programming language is a critical parameter of a software development project and it determines the rapidity of development, the easiest of maintenance, the portability of the software between plate-forms which are some of the most important aspects of a software development project. Even the history of the language plays a central role, compatibility with existing tools and libraries and assurance that the language is still under development and will continue growing with the software product for several years are of capital importance when making a choice.

In choosing a programming language, there are beside technical issues, the welcome industry, academics and individual reserves to languages. Indeed, several very good programming languages didn’t survive because they were so academic, so scientific that the industry, the common programmer, didn’t give them a chance to evolve. Some of these languages remain as academic treasures but with no impact on the industry and to the common programmer.

Nowadays, some classifications exist to try to measure the acceptance and or the popularity of a programming language. We can mention the TIOBE Quality Indicator, [2016], and The Redmonk Programming Language Rankings,[2015], indexes, etc. These indexes are sometimes used as language selection criteria.

Some of the reasonable questions to answer before choosing a programming language for any purpose are:

- what libraries are available for reuse?
- what tools are available and how easy to use are they?
- what is the "de facto" industry standard?
- how precise and easy to use is the syntax?
- what do I or my team know already?
- what about the portability?
- what features are implemented?
- what about the support in case of any problem?

According to the background of the persons in charge of the problem, the short list above can become a not ending one.

Among several papers describing empirically how to select a programming language from a given set of candidate languages, PARKER et al., [2006] introduced a more formal selection process. They summarize that process as follows:

i. Creating a language selection form based on a set of language selection criteria;
ii. Selecting a set of language evaluators. Each evaluator having to give a weight to each selection criteria according to the organization’s needs (university, faculty or project); if necessary, average weights are computed and provided to all evaluators;
iii. Evaluators assign a score to each selection criteria for each candidate language. Then the score assigned to each criteria is multiplied by the weight of that criteria and these products are summed to obtain an overall rating for each language as follows:
\[ \chi_i = \sum_{j=1}^{n} \omega_j v_{ij} \]

where:
- \( \chi_i \) is the candidate language \( i = 1 \ldots N \);
- \( \omega_j \) is the weight associated to the criterion \( j \); \( j = 1 \ldots M \);
- \( v_{ij} \) is the score of the language \( i \) for the criterion \( j \).

The language with the highest score is then the optimal choice. It is always possible to get more than one optimal choice.

**MATHEMATICAL ASPECTS OF THE PROBLEM**

The selection procedure we propose is based on the one of PARKER et al.,[2006] mentioned in the section above. Let's say we have a set of programming language \( \chi \) with \( i = 1 \ldots N \), we can always identify a set of selection criteria \( C \) with \( j = 1 \ldots M \). Then it is possible to associate to each selection criteria \( C \) a weight \( \omega \) \( (j = 1 \ldots M) \). The selection process can be run by one or several evaluators. Let's consider the case of several evaluators. Each evaluator has then to attach to each selection criteria a score \( v_{ik} \) \( (i=1 \ldots N; j=1 \ldots M) \). Then each evaluator come out with the following system of equations

\[
\begin{bmatrix}
\chi_1 \\
\chi_2 \\
\vdots \\
\chi_N
\end{bmatrix} =
\begin{bmatrix}
v_{i1} & \cdots & v_{iM} \\
\vdots & \ddots & \vdots \\
v_{N1} & \cdots & v_{NM}
\end{bmatrix}
\begin{bmatrix}
\omega_1 \\
\omega_2 \\
\vdots \\
\omega_N
\end{bmatrix}
\]

We have then \( K \) such systems of equation in case of \( K \) evaluators. The programming language with the maximum sum of products of weights and scores is the selected language for the considered evaluator. For all the \( K \) evaluators, the mean sum of products of scores and weight for the language \( i \) is

\[
\chi_i = \frac{\chi_{i1} + \chi_{i2} + \cdots + \chi_{iK}}{K}; \quad k = 1, \ldots, K
\]

Then the selected language is the one with the maximum \( \chi \). In case the maximum is not unique, then another run of the algorithm with more premises criteria's is necessary.

From our point of view, this way of doing could be improved. Indeed, the set of selection criteria depends on two main factors:
- The goals of schools or projects teams;
- The backgrounds and attempts of all persons involved in the selection procedure and the one of the users of the products to be developed (software application) or the organizations that will exploit the students considered as final products of their schools.

Where an instructor or a manager defines a set of selection criteria, another one will come with a slightly different set or a completely different one. Thus taking into consideration all the possible criteria, all persons involved in the procedure, all possible customers of project products and all the organizations that would use graduate students, the number of selection criteria can grow very quickly. It is even clear that once the number of candidates programming languages and persons involved in the selection procedure increases, the set of selection criteria becomes infinite. In these conditions, having an infinity list of selection criteria, we need to limit the problem to a given context, to the background and to the attempts of a limited number of persons involved in the selection procedure, every time we want to get a solution. Mathematically speaking, every time we want to get a solution, we need to make an approximation. We can then introduce an assertion in the problem analysis.

For each set of candidates programming languages \( \{\chi_1, \chi_2, \ldots, \chi_i\} \), an associated set of selection criteria \( \{C_1, C_2, \ldots, C_n\} \) and a list of \( K \) evaluators \( (N, M, K) \). For \( N, M, K \) sufficiently big, it is always possible to find another set of criteria's \( \{C'_1, C'_2, \ldots, C'_n\} \) which if associated to the set of programming languages expresses exactly the same problem and where associate to the same set of programming languages set expresses also the same problem.

In more general terms, the assertion here above stands that, for any programming language selection problem expressed by a set of programming languages \( \chi \), a set of evaluators \( K \), and a set of selection criteria \( C \) it is always possible to replace \( C \) by another set of selection criteria \( C' \), or to enlarge it to a new set \( C'' \). This is achieved for example by changing a member of the evaluators set. This means that it is possible to extend without limit the set of selection criteria.

It is also clear that for small problems there are no complications and the problem can be solved without any computations. Persons involved in the selection procedures can make a decision just by speaking to each other. But, once the number of programming languages candidates and the number of persons and organizations involved in the selection procedure increases, the number of elements of the selection criteria set become infinity. So the time necessary to compute the selected programming language become infinity.

In mathematics, there exist ill posed problems and NP-complete problems. An ill posed problem is a problem which may have more than one solution, or in which the solution depend discontinuously upon the initial data. According to KABANIKHIN [2008], most of the inverse problems are ill posed problems. Normally a programming language is designed to solve a given type of problem. So the problem of finding a programming language which can help to solve a given problem sounds like an inverse problem. It even satisfies the "almost rule" of KABANIKHIN [2008] according to which most of the inverse problems are ill posed problems. Indeed, the solution is not unique as in the programming language selection problem, there exist always at least 3 different solutions: "the best", "the right" and "the" programming language. Another aspect is the fact that the solution is tightly coupled to the persons responsible for the selection procedure. So for a given problem the solution could change each time you change the persons involved in the selection procedure. This sounds like the discontinuity of the solution according to the initial data attached to ill posed problems.

An NP-complete problem is a problem for which there is no existence of polynomial algorithm to solve it [CORMEN et al., 2009]. Or it is clear that for the programming language selection problem, once the number of persons and structures involved in the selection procedure increases, the set of possible selection criteria become a set of cardinal infinity and it is not possible to find a polynomial algorithm that can compute a solution for the problem. The tentative of making the problem more objective than subjective initiated by PARKER et al., [2006] seems to have success for small problems but once the number of persons and organizations involved in the selection procedure increases, the subjectivity of the problem becomes the dominant aspect making the selection criteria set an infinity set.

Fortunately, the problem fits to the class of Multi-Criteria Decision Making (MCDM) problems as already pointed out by...
ROUYENDEGH et al., [2014] and PARKER et al., [2006] in two different papers. Here the problem is defined as a problem of finding the best alternative for a decision maker, or finding a set of good alternatives or sorting or classifying alternatives. The number of alternatives could be infinite or discrete. Here the problem is expressed mathematically as the following:

\[ (\text{maximize}) \chi(x) \]

where \( \chi(x) \) is a vector of \( M \) criteria (objectives functions) and \( A \) is the feasible set. If \( A \) is defined explicitly, the problem is a multiple criteria evaluation problem. If \( A \) is defined implicitly, by a set of constraints, then the problem is a multiple criteria design problem. Getting a solution of the problem in these conditions requires the use of specific Multi Criteria Decision Methods (MCDM) as did PARKER et al., [2006].

One may wonder if it is really necessary to go so deep in the programming language selection problem. Once again the answer depends on the context and people involved in the procedure. What is clear is that we have analyzed the problem from all its facets and it is up to working people to use one or another way in order to get a solution.

**UNIFIED PROCEDURE FOR PROGRAMMING LANGUAGE SELECTION**

In the previous section, we have analyzed the most important issues of the programming language selection problem. The problem can be understood and solved in different manners. There exist always more than one solution and the problem is a decision making one. The decision, the choice can be made after computations or without any computations. In the following, we present what we call a unified procedure for programming language selection. The procedure is the following:

1. Identify the problem.
2. Draw up the list of candidates languages from the approximately 700 existing ones [WIKIPEDIA, 2016]);
3. Establish a finite list of selection criteria (an approximation is made here as in general the list of selection criteria is infinite for non empirical problems, see appendix I);
4. In case less than 10 persons are involved in the selection procedure and the number of candidates programming languages is approximately the same, initiate discussions between concerned persons and select the appropriate language. In case it is not possible to make a decision, go to the next step; Selection could be done after a survey.
5. Express the problem in the formal form, see [PARKER et al., 2006];
6. Select a set of suitable evaluators;
7. Compute the problem manually, using excel or any specific tool and select the programming language (MCDM are used here). In case we end up with a solution made of several programming languages, add more selection criteria’s and repeat 7. In case it is not possible to get a solution, go to next step;
8. Use another MCDM method to solve the problem.

Using the unified selection process requires lists of programming languages and a set of selection criteria. We present, as an illustration, a list of selections criteria in the appendix I, most of them from the paper of, PARKER et al., [2006] and one can get a list of candidates programming languages from the online encyclopedia [WIKIPEDIA, 2016]).

**CONCLUSION**

In this paper, we have examined the problem of selecting a programming language from a list of candidates languages for any purpose. After having examined the formal way of selecting a programming language introduced by PARKER et al., [2006], we have then showed that the programming languages selection problem has both characteristics of ill posed problems, NP-complete problems and multi-criteria decision making problems and this is the first important contribution of this paper.

Then we proposed what we called a unified procedure for programming language selection. That procedure is the second important contribution of this paper. A special effort was made to explain properly all the concepts and to express in mathematical form the problem. Then, we wondered if it was necessary to go so deep in solving the programming language selection problem. Once again, the answer to the question belongs to the persons responsible for the problem under consideration pointing out, if again necessary, the subjectivity of the problem.

It is also important to note that the attempt of PARKER et al., [2006] to make the problem more objective than subjective, was successful only for problems that could be solved without any computations or a very limited set of computations, as soon as the number of languages and persons involved in a selection problem grows, the problem become NP-complete and needs to be approximated.

Another lesson to be drawn from this paper is that research should be pursued, to classify and store programming languages selection criteria and to develop a global presentation format of all the existing high level programming languages if not already existing. In such a format, each language should be characterized by its purpose, existing tools and libraries, projects in which the language has been used and schools where the language is taught. Such a description could be very useful when selecting a programming and would help software developers and teachers to avoid developing new programming language when it is possible to use an existing one even if it is necessary to extend it.

This lesson is the fourth important contribution of this paper.

**RÉSUMÉ**

La sélection d’un langage de programmation pour les besoins de l’enseignement ou pour la mise au point d’un logiciel est, contrairement aux apparences, un problème difficile. Dans ce papier, nous avons passé en revue les différentes analyses existantes du problème avant de proposer une méthode unifiée de sélection de langage de programmation pour tout type de problème. Pour atteindre cet objectif, nous avons dû mettre en lumière les différentes particularités mathématiques du problème. Ce qui nous a permis de montrer que ce problème porte les caractéristiques d’un problème mal posé, celles d’un problème NP-difficile et celles d’un problème de décision multicritères.

**Mots-clés**

Langage, programmation, choix, critères, sélection, logiciel, enseignement.
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Appendix I. Some Programming languages selection criteria

<table>
<thead>
<tr>
<th>Selection criteria</th>
<th>Supported platform</th>
<th>Elasticity of the language</th>
<th>Time to production</th>
<th>Performance</th>
<th>Support and community</th>
<th>Industry preference</th>
<th>Available tools</th>
<th>Interoperability</th>
<th>Academic acceptance</th>
<th>Marketability of graduates</th>
<th>Proprietary/Open source</th>
<th>Development Environment</th>
<th>Ease of learning fundamentals</th>
<th>Implemented programming languages features</th>
<th>Web development</th>
<th>Full support of object oriented programming</th>
<th>Full support of functional programming</th>
<th>Completeness of language features</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
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<td></td>
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<td></td>
<td></td>
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<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>
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